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Abstract— Eye trackers are being used by software engineering 

researchers to study how developers work. In this technical 
briefing, we give an overview of eye tracking and how it can help 
researchers to conduct their own studies. Eye tracking studies 
are done on a single screen of text and there is no support for 
scrolling or switching between files. This scenario is impractical 
to study developers as they actually work on large software 
artifacts. To overcome this an Eclipse plugin, iTrace, is 
introduced that monitors developers eye movements even in the 
presence of scrolling and file switching within an IDE. In 
addition, it automatically maps the eye gaze to source code 
elements. Existing work using iTrace is presented followed by a 
scenario of how to setup and run an eye tracking study. Data 
filtering, data cleaning, and data analysis are also discussed.   
 

Index Terms— eye tracking, program comprehension. 

I. OBJECTIVE 
The objective of this technical briefing is to introduce 

researchers and practitioners to a software tool, iTrace [1], that 
greatly expands the ability to conduct eye tracking studies on 
realistically sized source code examples.  Currently, eye 
tracking studies on software are very limited in terms of the 
types of stimulus that can be presented to a study subject.  Eye 
trackers and the related support software does not allow for 
scrolling or switching between windows.  Thus, studies are 
designed using only short segments of code that can fit on the 
screen (i.e., approximately 30 lines of code or less on a 
standard 24 inch display).   

This limitation makes it quite difficult to study how 
professional programmers read, understand, and examine the 
software systems that evolve and maintain on a daily basis.  
Any non-trivial software system involves hundreds of files and 
many thousands of lines of code.  Hence, for researchers to 
understand how professional developers work, we must be able 
to conduct eye tracking studies in the same type of 
environment and on the same scale of software that they ply 
their trade. 

The technical briefing outlines the types of new 
investigations that can be conducted using iTrace and how the 
technology can be leveraged.   

iTrace1 is an Eclipse plugin that incorporates implicit eye 
tracking on software artifacts such as source code, test cases, 

                                                
1 See http://seresl.csis.ysu.edu/iTrace 

bug reports or stack overflow posts. iTrace is designed to 
alleviate the problems associated with conducting studies on 
small code snippets.  It is now possible to conduct realistic 
studies consisting of hundreds of source files and not be 
limited to a single static view.  The tool coordinates the eye 
tracker and supports the switching between files and scrolling 
within a file.  The current implementation handles gazes at the 
statement level for Java source code, text files including 
HTML and XML files and various Eclipse UI elements.  It is 
designed such that it is easy to write new handlers for different 
file types and other software artifacts to collect fine-grained 
data at the statement level.  

The three main tasks of iTrace are as follows. First, it 
captures a developer’s gaze from an eye tracker. Second, it 
determines which UI element that gaze falls on and finally, 
processes this information towards some functional goal. The 
goal is dependent on each researcher’s purpose for using iTrace.  
iTrace was first used in our study [2, 3] to understand how 
developers try to fix bugs in an open source system. 

II. PRESENTERS’ EXPERIENCE  
The authors started investigating how eye tracking 

technology can be applied to software engineering in 2006.  
They have been regularly publishing papers on this topic since 
2007.  Maletic co-organized a half day working session on eye 
tracking at ICPC 2009 [4].  Additionally, Maletic has 
organized a number of tutorials/technical briefings on srcML2 
(i.e., ICSE 2015, MUD 2015, and ICSME 2014, Shonan Japan 
2016). Sharif presented a 30 minute invited talk [5] at 
SEmotion 2016 on how iTrace can be used to determine 
developer emotion.  

The authors also recently published a short  invited 
contribution in IEEE Software [6] outlining how iTrace can be 
used to support studies of actual programmers. We now outline 
other work published by the presenters related to eye tracking.  

Kevic et al. conducted an eye tracking study on three bug 
fix tasks.  They found that developers focus on small parts of 
methods that are often related to data flow.  When it comes to 
switches between methods, they found that developers rarely 
follow call graph links and mostly switch to the elements in 
close proximity of the method within the class [2, 3] . This is 

                                                
2 srcML is an infrastructure for the exploration, analysis, and 

manipulation of source code. See www.srcML.org. 
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the only previous eye-tracking study done in a realistic 
environment namely, iTrace.  

Sharif et al. [7] replicated a study by Uwano et al. [8] 
showing that scan time (time taken to first read through the 
entire code snippet) plays an important role in defect detection 
time and visual effort required to review source code.  
Moreover, experts tend to focus on defects more, while novices 
watch lines in a more dispersed way.  

Busjahn et al. [9] show that experts read code in a less 
linear fashion than novices. Eye tracking studies have also 
been done by the authors to gauge the effectiveness of 
identifier style [10, 11].  Results indicate a significant 
improvement in time and lower visual effort with the 
underscore style. However, expert programmers appear to not 
be impacted greatly by style.    

III. OUTLINE 
The technical briefing will be outlined as follows.  
 
Time Slot Description 
5 minutes Introduction to eye tracking and current 

limitations 
10 minutes Introduction to iTrace 

Studies using iTrace 
10 minutes How to setup an eye tracking study 

Data filtering, cleaning, analysis 
Short iTrace demo 

5 minutes Q & A 

IV. AUDIO-VISUAL REQUIREMENTS 
This briefing will require a projector and a screen. We will 

bring a laptop and a portable eye tracker to illustrate how 
iTrace works. The larger eye tracking equipment is somewhat 
difficult to move and set up for a short presentation. 

V. TARGET AUDIENCE AND ATTENDEE 
BACKGROUND 

The target audience is the software engineering researcher 
who is interested to understand how eye tracking works for 
software engineering studies.  The typical attendee would be 
interested in how they could use eye tracking for their own 
purposes.  This could also attract industry professionals 
interested in understanding how their developers actually use 
the IDE. 

No prior knowledge of eye tracking is required. Some 
knowledge of conducting empirical studies with humans is a 
plus but not required.   
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