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Abstract— Two studies are conducted to evaluate an approach to automatically generate natural language documentation summaries for C++ methods. The documentation approach relies on a method’s stereotype information. First, each method is automatically assigned a stereotype(s) based on static analysis and a set of heuristics. Then, the approach uses the stereotype information, static analysis, and predefined templates to generate a natural-language summary/documentation for each method. This documentation is automatically added to the code base as a comment for each method. The result of the first study reveals that the generated documentation is accurate, does not include unnecessary information, and does a reasonable job describing what the method does. Based on statistical analysis of the second study, the most important part of the documentation is the short description as it describes the intended behavior of a method.

Index Terms— source-code summarization, program comprehension, method stereotypes, static analysis.

I. INTRODUCTION

During the evolution of large software systems, developers spend a great deal of time trying to locate and understand the parts of the system that are related to their current task [1-3]. A typical practice for developers is to alternate between the source code and the associated internal documentation (aka comments) to understand the intent of a method or function. Furthermore, comments are found to be critical in assisting developers to understand code more quickly and more deeply. Unfortunately, comments are oftentimes outdated or incomplete [3] due to lack of either proper maintenance or adherence to proper documentation standards.

Several techniques have been proposed to automatically generate summaries directly from source code for methods [4-9] [10] and classes [4, 7, 11]. Recently, Abid et al. [12] proposed an approach that uses stereotypes in the automatic generation of documentation for methods. An example of the automatically generated documentation for a method is presented in Fig.1. The member function calcWidthParm() is in the class BinAxslLinear from the open-source system HippoDraw. The documentation starts off with a short description, (i.e., the first three lines in Fig.1). This emphasizes the computed value along with the data members and parameters used in the method. Following is a list of calls made from the method along with the corresponding stereotypes of the functions called. Here, we present two studies that are modeled after work to evaluate the documentation approach proposed by Abid et al. [12]. A common approach to evaluate automatic summarization is to ask developers to rate the accuracy and content adequacy of a set of generated summaries [4-8, 11, 13-16].

While the comments generated can be referred to as summaries, we choose to use the term documentation as they are more detailed and longer than a summary. The documentation starts with a short precise description of the main responsibility of the method. Following is information about external objects, properties modified, and a list of function calls and their stereotypes.

Fig.1. An example of a property method and its generated documentation. It is inserted into the code as a method comment

The contribution of this paper is threefold.
1) an evaluation study to judge the quality of the generated documentation [12].
2) improving the documentation approach by considering the result from the first evaluation study.
3) a follow-up study to evaluate the improved documentation approach and investigate what parts of the documentation programmers consider necessary.

Both studies are conducted using a set of C++ methods and the automatically-generated documentation, and involved 139 participants in total. The results of the studies show that the documentation generated from templates based on the stereotype accurately expresses what the method does. Furthermore, the results of the second study show that the most
important part of the generated documentation is the short description.

The remainder of this paper is organized as follows. First, section II presents the related work on evaluating automatic source-code summarization approaches followed by the research questions in section III. Then, an overview of the approach is given in section IV. Section V demonstrates the result of the first evaluation. Section VI describes the improved documentation approach followed by the second evaluation in section VII. Finally, conclusion and future work is given in section D.

II. RELATED WORK

Automated summarization of source code [5, 8, 9, 11, 12, 14-17] and other artifacts [18-21] has been a topic of recent interest for multiple researchers. This section summarizes the different summarization approaches and the evaluation studies design performed in the literature. Sridhara et al. proposed techniques using NLP [22] to automatically generate natural language comments for Java methods [5], sequences of statements [6], and formal parameters [14]. Using NLP, the technique first extracts and identifies the linguistic elements [22] of a method. Then, based on structural and linguistic clues in the method, the important lines of code from the method are identified. While the approach produced some good results, it does require high-level quality identifiers.

To evaluate the three different approaches [5, 6, 14], survey-based studies are performed. In particular, participants are presented with the automatic documentation and three evaluation questions regarding the accuracy and content adequacy of the presented automatic-generated natural language summaries.

McBurney and McMillan proposed generating documentation summaries for Java methods that include information about the context of methods [9]. The approach uses a call graph to find other methods that rely on the output of the method being summarized. They concluded that adding their documentation improves the quality of summaries generated by NLP techniques [5]. In a later study, they proposed an approach to evaluate a summary using textual similarity of that summary to the source code [23].

In the approach proposed by Abid et al. [12], static analysis is used instead. The technique uses method stereotypes to generate a standard documentation for each method. The stereotype type of a method is used to detect the important set of lines in a method. Then, the approach uses pre-defined template to generate the final documentation summary. Moreno et al. [11] use method stereotypes and class stereotypes [24] to generate natural-language summaries for Java classes. While Abid et al. [12] also use method stereotypes as applied in [11], its main contribution is to generate documentation summaries for methods, not classes.

The evaluation study of class summaries is designed as follow. First, Moreno et al. [11] asked participants to summarize the presented class; then, answer evaluation questions used by Sridhara et al. [5, 6, 14].

Wang et al. propose a model that defines the high-level action of loops by analyzing linguistic and structure clues [17]. To evaluate the model, a user study is performed. Developers are asked to indicate how much do they agree that a loop code implements a given action.

Haiduc et al. [4] and Eddy et al. [7] investigated the suitability of several text summarization techniques (TR) to automatically generate term-based summaries for methods and classes. According to their evaluation using a user study, it is concluded that such TR may produce a better result if combined with static analysis.

Rodeghero et al. [15, 25, 26] proposed an improved version of Vector Space Model (VSM) by giving more weight to terms that developers look at more often during summarization. They concluded that this new weighting scheme outperforms existing state of the art VSM schemes when they are compared to human term-based summaries.

Mapping existing human descriptions to code segments is used to generate summaries for Java and Android systems [8, 16]. Such approach relies on the availability of human descriptions in discussion site such as StackOverflow.com.

As explained above, a user study is a commonly and successfully approach applied in the literature to evaluate automatic summarization [4-8, 11, 13-16]. Therefore, here, we present two evaluation studies that are modeled after this work.

III. RESEARCH QUESTIONS

We seek to answer the following research questions.

RQ1 To what extent does the automatically generated documentation accurately present what a method does without missing important information?

RQ2 If important information is missing, what kind of information is it?

RQ3 To what extent does information from conditional statements improves the automatically-generated documentation?

RQ4 To what extent does the absence of one section of the documentation improve/affect the results?

RQ1 and RQ2 are addressed in the first study where participants are asked to write their own documentation and evaluate the automatically-generated documentation. The second study is conducted to answer RQ3 by comparing the result of the evaluation ratings of the improved documentation approach to the ratings of original approach. Finally, RQ4 examines the value of the documentation’s content without directly asking the question. Instead, we present set of examples where one section is randomly removed.

IV. SUMMARY OF THE APPROACH

First an overview and definition are given for method stereotypes [27] as this is a key component of the approach. Method stereotypes are concise description that reflect the basic meaning and behavior of a method and include concepts such as predicate, set, and factory. Table I presents a summary of the stereotypes that were used in our approach.
Stereotypes that capture the method’s responsibilities are utilized to select the content of the automatically generated documentation. In other words, the stereotype of the method is used to locate and determine the lines of code that reflect the main actions of a method. For example, the main action of a property method is to return a computed value whereas the main action for a command method is to modify more than one data member.

Therefore, the short description, (i.e., the first four lines in Fig.2) includes the four data members that are modified by a call inside the method and one that is changed via assignment statement. Following is a list of calls made from the method along with the corresponding stereotypes of the functions called.

```c++
/*
resize is a command that
modifies 5 data member(s): m_sum, m_num, m_sumwtsq, and m_sumwtsq via resize()
m_values_dirty
calls to- reset() command
*/

void BinsIDProfile::resize ( int p_number )
{
    m_sum.resize( number + 2 );
    m_num.resize( number + 2 );
    m_sumwtsq.resize( number + 2 );
    m_sumwtsq.resize( number + 2 );
    reset();
    m_values_dirty = true;
}
```

Fig. 2. An example of a command method and its generated documentation.

This automatically-generated documentation has the potential to improve source-code comprehension and speed up maintenance in several ways. First, the short description assists developers in understanding the main behavior of the method and consolidate its relevancy to their current task. Second, the documentation describes the main elements of a method (e.g., external objects, data members and parameters modified) in a structured format that can be easily mapped to the code. Third, because the main side effect of the method is often caused by one or multiple calls, including an abstract summary of calls (the stereotypes of calls) provides additional information about their roles. The final documentation uses the template shown in Fig. 3 to group the four sections just described.

```c++
/**
1 <Short Description>
2 Collaborates with- <objc>, ... <objc>
3 Data members or parameters modified- <name>, ... <name>
4 Calls to- <call>, <call>, <call>
 */
```

Fig. 3. The template of the four sections of the documentation.

V. First Study

In order for an automatically generated method documentation to be effective, it has to be accurate. It needs to express the underlying meaning of the method, while not missing any important information nor including any unnecessary information [11].

To evaluate the approach, we performed a survey study. Participants were asked to evaluate the automatically-generated
A. Study Participants

This study included 64 students in computer science: 33 graduate students and 31 junior/senior undergraduate students from three universities.

The survey was given as a class assignment and students received credit for completion. Students were assigned the survey by their instructor and given one week to complete the survey. From preliminary questions on the participants’ background, 70% of the participants have 2 to 5 years of programming experience.

B. Experimental Design and Procedure

The study includes methods from three open source C++ systems (systems 1, 2, and 4 from Table III). The systems are chosen from three different domains and are all examples of mature and well-written source code.

<table>
<thead>
<tr>
<th>#</th>
<th>System</th>
<th>Domain</th>
<th>Classes</th>
<th>Methods</th>
<th>KLOC</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>SmartWin++</td>
<td>GUI and SOAP library</td>
<td>572</td>
<td>2882</td>
<td>86</td>
</tr>
<tr>
<td>2</td>
<td>HippoDraw</td>
<td>data analysis environment</td>
<td>308</td>
<td>3315</td>
<td>125</td>
</tr>
<tr>
<td>3</td>
<td>ClanLib</td>
<td>SDK</td>
<td>765</td>
<td>4836</td>
<td>183</td>
</tr>
<tr>
<td>4</td>
<td>CodeBlocks</td>
<td>IDE</td>
<td>753</td>
<td>11586</td>
<td>436</td>
</tr>
<tr>
<td>5</td>
<td>OpenOffice</td>
<td>data processing and database</td>
<td>12851</td>
<td>100680</td>
<td>5650</td>
</tr>
<tr>
<td>Total</td>
<td></td>
<td></td>
<td>1633</td>
<td>17783</td>
<td>647</td>
</tr>
</tbody>
</table>

The goal of the study is to gain understanding on the quality of the generated documentation across the categories of stereotypes. Therefore, for each stereotype, three to four methods are randomly selected (see Table IV), one method per system.

A total of 30 methods are selected, ten methods per system. Methods less than 6 LOC are not included. We also avoided methods greater than 30 LOC to avoid participant fatigue as we expected the survey to last approximately one hour. Each one of 64 participants evaluated 10 methods, with each method containing a different stereotype. We felt that more than 10 would cause the survey to be too long and hamper our ability to collect valid data. The study uses a well-known survey tool (qualtrics.com) and performed online. The survey has four sections which are:

1) an introduction describing the study;
2) a one-page tutorial on method stereotypes;
3) a 5-question quiz on method stereotypes;
4) the actual survey questions.

The purpose of the quiz is to ensure that the participants understood the definition of the different stereotypes. However, we did not expect participants to remember all the stereotype definitions. Therefore, Table I is provided during the entire study.

<table>
<thead>
<tr>
<th>Stereotype Category</th>
<th>Number of Methods</th>
<th>Stereotype</th>
</tr>
</thead>
<tbody>
<tr>
<td>Accessor</td>
<td>3</td>
<td>(1) get collaborator and (1) property</td>
</tr>
<tr>
<td></td>
<td></td>
<td>(1) property collaborator</td>
</tr>
<tr>
<td></td>
<td>3</td>
<td>(1) predicate</td>
</tr>
<tr>
<td></td>
<td></td>
<td>(2) predicate collaborator</td>
</tr>
<tr>
<td></td>
<td>4</td>
<td>(1) void-accessor</td>
</tr>
<tr>
<td></td>
<td></td>
<td>(3) void-accessor collaborator</td>
</tr>
<tr>
<td>Mutator</td>
<td>7</td>
<td>(1) set and (3) command</td>
</tr>
<tr>
<td></td>
<td></td>
<td>(3) command collaborator</td>
</tr>
<tr>
<td></td>
<td>5</td>
<td>(2) non-void-command</td>
</tr>
<tr>
<td></td>
<td></td>
<td>(3) non-void-command collaborator</td>
</tr>
<tr>
<td>Creational</td>
<td>3</td>
<td>(3) factory</td>
</tr>
<tr>
<td>Collaborational</td>
<td>5</td>
<td>(1) controller predicate, (1) controller property, (3) controller command</td>
</tr>
<tr>
<td></td>
<td>30</td>
<td>Total</td>
</tr>
</tbody>
</table>

For each method, the automatic documentation and the method body are presented. Prior to the start of the study, we estimated the time to evaluate ten methods to be 45-60 minutes with 5-10 minutes per method. The survey tool computed the time automatically. On average, participants completed the survey in 50 minutes (shortest 20 minutes, longest 3 hours). The average time spent on a method is 5 minutes. Therefore, we believe that participants spent adequate time to evaluate each. Finally, each documentation summary is evaluated by 14 to 20 participants.

C. Results and Discussion

Fig 6 (a) presents the responses concerning the automatically generated documentation. The results are promising as the majority of ratings for each evaluation question are, on average, positive.

Hence, we answer RQ1 as:
The automatic documentation is mostly accurate and describes the internals of the method, does not include a large amount of unnecessary information, but misses important information in (13/30) = 43% of the documentation cases.

The number of responses for “strongly agree” and “strongly disagree” are comparatively small, so we combined “agree” with “strongly agree” and “disagree with strongly disagree” for analysis of the results. However, some interesting cases of “strongly agree” and “strongly disagree” are discussed.

We use the terms agreement and disagreement for the discussion in this section.

We analyzed the responses given by participants for each of the three systems. The results indicate that the documentation for all three systems are found to be accurate by the majority (79%-81%) and to not include a lot of unnecessary information (80%-85%). Some methods are rated by 60%-50% of participants as “not properly expressing what the method does”. The percentage of these methods for CodeBlocks, HippoDraw, and SmartWin are 10%, 18%, and 11% respectively.

The responses for “missing important information” received the lowest ratings compared to the other evaluation questions. The percentage of methods that are determined from the survey to be missing important information for CodeBlocks, HippoDraw, and SmartWin is 30%, 36%, and 40%, respectively. As the ratings of all three systems are not significantly different, and all systems are from different domains, we believe that this indicates that the approach is generalizable to multiple application domains. We also did not find a significant difference between the graduate and undergraduate student ratings.

More detailed information about the results is now presented. The summaries written by the participants are compared to the generated documentation and participants’ comments are analyzed to understand the reasons behind their ratings.

Since the generated documentation depends on the stereotype of a method, it is important to analyze the ratings of each stereotype. This information will now be discussed in terms of the four evaluation questions.

Accuracy. All method documentation is judged to be accurate by the majority of participants. The stereotypes that had the highest rated documentation (i.e., 80% or more agreement from participants) are: get collaborator, property, property collaborator, controller property, command, non-void-command collaborator, and factory. In fact, on average, 25% of participants choose “strongly agree” to evaluate the accuracy of summaries.

Documentation of two predicate collaborator methods are rated as inaccurate by 25%-35% of the participants. In one method, the short description included information about the data members and calls that control the returned value. This information is included in one list, even though it is a part of two if-conditions. The summaries of the participants reported two if-conditions separately in two steps. In the second predicate collaborator method, the returned value is modified twice (via call and via assignment) and the generated documentation reflected only one (modification by the call) that is interpreted as inaccurate by some of the participants.

Finally, the documentation of one controller method and one command collaborator method is rated as inaccurate by 36% and 38% of the participants, respectively. We did not have enough information to explain these ratings. However, a common observation about their short descriptions is that they only included the number of method calls from each stereotype category (as shown in Fig. 4) without any other details of method’s complex behavior which could be part of the reason for the participants rating these as less accurate.

Missing/Containing Important Information. The results of the second and fourth questions (missing important information and expressing what the method does) are related and discussed together.

It is noteworthy that documentation of 25 out of 30 methods is rated to properly express what the method does by the majority of participants. The documentation of stereotypes consistently rated to properly express what the method does are: property, predicate, command, non-void-command, factory, and void-accessor (3 out of 4 methods rated properly), controller command (2 out of 3 methods rated properly), and non-void-command collaborator (2 out of 3 methods rated properly).

In addition, 17 out of above 25 methods are rated as “not missing important information” by the majority of participants. The documentation of stereotypes that consistently rated to include all of the important information are: command, non-void-command, void-accessor, property.

/**
 setLog is a command that collaborates with 6 objects and
 calls 4 mutators, a controller and a collaborator
 */

Fig. 4. The short description generated for a command collaborator method.

Of the generated documentation cases, 5 out of 30 methods are rated by the majority to not properly describe “what the method does” and to “miss important information”. Note, all are collaborative methods.

The first in this group is a void-accessor collaborator method where 21% of participants choose “strongly agree” to evaluate the question of missing important information”. The generated documentation for this method included a list of objects, data members, and a list of calls without their stereotypes. The stereotypes of the calls are not determined (method calls are not originally stereotyped) by the automated approach (a rare case). This method is from CodeBlocks and only 0.01% of the methods are not stereotyped.

The next two methods of these five - controller command and command collaborator - have similar behavioral characteristics where 12%-22% of participants choose “strongly disagree” regarding the question “expressing what the method does”. Their short descriptions included the number of method calls from each stereotype category (as shown in Fig. 4). This information might be considered
insufficient to reflect the method’s primary behavior, as these methods are somewhat complex.

The fourth method documentation that missed important information is for a command collaborator method. The documentation included the data member modified along with the call that modifies it. However, the modification is done iteratively within a while-loop. Participants’ documentation that did not agree with the automatically generated documentation described how the loop iterates through one local variable and modified the data member.

The last method documentation judged to “not express what the method does” is a non-void-command collaborator method. The automatically generated documentation correctly specifies the two method calls that are returned using an “or” conjunction. However, a pointer to an external object used to call the two methods is initialized using another call. According to participants’ summaries, information about “how the local pointer is changed before the call” is considered to be critical. The same observation applied to one controller command method that requires further investigation.

Three cases of the automated documentation are judged to express what the method does but miss some important information. The first is for a factory method where the short summaries emphasized the object created and returned. Participants considered the condition that checks the success of creating the object to be important and that it should be included in the documentation. We plan to improve the template for factory in the future to address this issue. Similarly, in case of the set method, information about “under what condition the data member is modified” is expected by the participants. We plan to improve that template also.

The third method is a property collaborator. Its documentation included the name of two calls used to compute the returned value. However, participants’ summaries emphasized the type of the returned value (i.e., a string). This information is felt to be missing by some participants. We plan to enhance the template to reflect the type of the returned value without increasing the length of the documentation (e.g., for a string, we can use “returns a computed string” instead of “returns a computed value”).

The stereotype consistently rated as “missing important information” is predicate (2 out of 3 methods). Participants wanted information about the action performed by the method (checking the existence of an element, evaluating a value for being in a certain range, or other actions). We plan to study and improve the rules of the predicate’s documentation to include information from control-flow statements.

Including Unnecessary Information. All 30 methods are judged by the majority of participants to not include a lot of unnecessary information.

Only 4 out of 30 documentation received ratings (23%-32%) that indicated they included unnecessary information: two command collaborator, one controller predicate, and one non-void-command collaborator. We do not have enough evidence to fully explain these ratings but can make some observations. In the case of the two command collaborator and one controller predicate methods, the list of calls in the documentation included multiple set and get methods, which may be unnecessary. In one non-void-command collaborator method, the stereotypes of 3 out of 5 calls are not specified. Participants might consider including any calls without stereotypes to be unnecessary. Based on the above discussion, we answer RQ2 as the following:

Control-flow statements (if/switch) are found to be important for including in the method summary especially for predicates. In addition, related work suggested that local variables were judged by programmers to be “useless” to include in the summary [10]. However, we observed that information about local variables that are objects appear to be important to a number of participants.

D. Threats to Validity

A number of issues could affect the results of the survey study we performed and so may limit the generalizability of the results. The quality of the generated documentation might be influenced by the stereotype of the method. To control this, we have included three or four methods from each stereotype.

A learning effect might occur during the study. As soon as participants evaluated the first method, they knew what would be asked later. We did not try to mitigate or control this factor. However, the last section of the survey asked the participants to judge the overall documentation. We compared this rating with the participants’ responses for all methods (see Fig 6 (a) and we found no significant difference.

Furthermore, the participants are graduate and undergraduate (junior and senior) students. We cannot conclude whether the study with more expert programmers will reveal the same result.

In the study when a participant writes his/her summary, he/she has access to the automated summary. Therefore, the participant’s summary might be influenced by our summary. We seek to mitigate this threat in the second study. In particular, participants are not asked to write their own summaries. Instead, when a participant gives an answer of disagree on a question, a fill-in-the-blank text box appears that asks about what aspect that he/she disagrees with.

E. Summary of the results

Some collaborator and controller methods are more difficult to summarize compared to the other stereotypes. They usually perform complex tasks that involve multiple external objects. In these methods, the stereotype alone is not sufficient to determine what the method does.

The documentation approach of these methods might be better handled using by combining static analysis (method stereotypes) and part-of-speech tagging of identifiers [28] to refine the summarization templates. Such analysis is out the scope of this paper.

Of the generated summaries, 25 out of 30 were half the size of the original method or smaller. Only five summaries were about the same size as the method (in LOC). This case only occurred for short methods. However, the majority of participants consider the included information to be somewhat
necessary. Therefore, we can conclude that the structured documentation summaries were found to be valuable by programmers.

Finally, conditional statements are found to be important for including in the method summary. The majority of participants stated that they were missing and the lack of them decreased the overall rating of the summaries. Here, we enhance the automatic summarization by analyzing the stereotype of conditional statements.

VI. IMPROVING THE AUTOMATED APPROACH

The results of the first evaluation indicated that the automatically generated documentation accurately expresses what the method does, and does not include a large amount of unnecessary information but sometimes misses important information. For example, control-flow statements are found to be important for the method documentation. The majority of participants stated that they were missing and the lack of them decreased the overall rating of the documentation.

We improve the automated approach proposed by Abid et al. [12] to include information from if and switch statements. In particular, if the main action of a method is entirely located in an if-statement, the condition is added to the short description using the following:

```c++
void BinToColorMap::doubleToColor(double value, Color& color) const
{
    double tmp = (value - m_vmin) / m_dv;
    int index = static_cast<int>(255.0 * std::pow(tmp, m_gamma));
    if (index < 256)
        color.setRed(m_reds[index], m_greens[index], m_blues[index]);
} /* doubleToColor is a void-accessor that modifies a parameter: color via command setColor()
   depending on a parameter: index */
```

Fig 5 shows the improved short description of a void-accessor method. The main action of the method is to change the parameter color via the command method: setColor. Then, the documentation is improved by adding the phrase depending on parameter(s): index.

Note, we do not handle nested if statements at this point.

VII. SECOND STUDY

The goal of this study is to evaluate the improved approach. Furthermore, it examines the importance and necessity of the four documentation sections: short description, list of external objects, list of data members read, and list of calls and their stereotypes.

To accomplish this, each one of these sections are randomly removed from a subset of selected automatically generated documentation. The study also investigates what type of information programmers desire in a summarization.

A. Participants

The study includes 75 students in computer science: 51 undergraduate students and 24 graduate students. The survey was given as an extra credit assignment for their classes and they received credit for completion. None of the participants in the second study were involved in the first evaluation.

Students were assigned the survey by their instructor and given one to two weeks to complete the survey. From preliminary questions on the participants' background, 10% of the participants have more than 5 years of programming experience and about 50% have two to five years of programming experience. Finally, 20% of the participants have worked in industry.

B. Experimental Design and Procedure

The study includes 56 methods from four open source C++ systems (systems 2-5 from Table III). Similar to the previous study, the selected methods are from different stereotype categories. The percentages of these methods per stereotype category are: 14% accessor, 25% accessor collaborators, 8% mutator, 18% mutator collaborators, 25% controller, and 10% creational methods. The size of methods ranges from 16 to 50 LOC.

We describe the characteristic of the 56 different documentation cases generated as the following: 18 include all sections, 10 without the list of objects, 10 without the short description, 9 without the list of data members read, and 9 without the list of calls and their stereotypes. Through the analysis of the data, we refer to the above five groups as documentation categories.

The selection of the category to remove is random, with three conditions:

1) the documentation has at least one section to present.
2) removing the list of objects is required only for collaborator or controller methods.
3) the method name and its stereotype are present in all cases.

For a fair comparison, the set of methods with full documentation is twice the size of other documentation categories. The 9 full documentation cases of collaborative methods are compared to the 10 documentation cases without a list of objects. The 11 full documentation cases for methods that are not controller are compared to the 9 documentation cases without a list of data members.

This study uses the same four survey sections as in the first study. Each participant evaluated 6 documentation cases where the first two cases include all four sections to familiarize participants with the documentation structure. The other four cases include all sections except one as previously explained. Finally, participants are not aware that some sections are missing from the displayed documentation.

In addition to the questions asked in the related survey (questions 2 to 5 from Table II), we ask participants to evaluate the structure of the documentation using the following question.
“The structure of the documentation is easy to read and map to the code.”

Finally, when a participant gives an answer of disagree on a question, a fill-in-the-blank text box appears that asks about what aspect that she/he disagrees with. On average, participants completed the survey in 50 min. (shortest 15 min., longest 1 hour). Each documentation summary is evaluated by 6 to 11 participants. Overall, 450 records of 75 participants are analyzed.

C. Results and Discussion

In the second study, 75 participants evaluated 18 documentation full summaries. Fig 6 presents a comparison of the first and second evaluation ratings. The rating of all the four evaluation questions improved in the following ways: 1) accuracy increases by 7%; 2) missing important information decreases by 10%; 3) expressing what the method does increases by 15%; 4) containing a large amount of unnecessary information decreases by 9%.

This change in the overall ratings suggests that information from control statements may enhance the automatic documentation. To further examine this, we conduct Mann-Whitney Test [29] to compare documentation of each method in the first study and the second study. Mann-Whitney Test is a non-parametric test that does not assume normality of the data [29] which is the suitable test to use since the our data may not be normally distributed.

We combined “agree” with “strongly agree” and “disagree” with “strongly disagree” for analysis of the results. This is done because “strongly agree” and “strongly disagree” do not notably differ when a section of documentation is removed. Some critical increment or decrement of these values is reported through the discussion.

First, for each documentation summary, the average ratings of each evaluation question are computed. Therefore, we have 30 samples from the first study and 18 samples from the second study. Then, for each evaluation question, a Mann-Whitney Test is applied. We conclude that the result of an evaluation question is significant if and only if $p < .05$ and $|Z| \geq 1.96$.

Mann-Whitney Test is applied for the four evaluation questions to assess the following hypothesis:

$H_0$: the difference between the rating of the first study and the second study is not significantly different for [accuracy / missing important information / including a lot of unnecessary information/ expressing what the method does].

In case of accuracy, we found a significant difference in the scores for the first study (M=74.51, SD=11.00) and second study (M=85.92, SD=9.42); $U = 120$, $Z = -3.19$, $p = 0.001$. These results suggest that including control-flow statements enhances the accuracy of the documentation.

Additionally, we found a significant difference in the scores for the first study (M=80.11, SD=12.18) and second study (M=85.886, SD=12.614); $U = 108$, $Z = -3.45$, $p = 0.001$ for expressing what the method does.

There is not a significant difference in the scores for the first study (M=41.8.56, SD=11.74) and second study (M=30.55, SD=22.21); $U = 181$, $Z = -1.89$, $p = 0.06$ for missing important information.

There is not a significant difference in the scores for the first study (M=16.65, SD=9.06) and second study (M=11.33, SD=10.79); $U = 180$, $Z = -1.9$, $p = 0.056$ in the case of containing a large amount of unnecessary information.

By comparing the average ratings of the first study to second study, we noticed improvements in all evaluation questions. The improvement in two evaluation questions: “accuracy” and “expressing what the method does” ratings are statistically significant. This suggests that control-flow statements add additional value to the generated summaries. Therefore, RQ3 is answered as:

Including information from conditional statements (if and switch) improve the accuracy and the quality of content of automated documentation approach.

To understand the effect of the absence of one section, we compute the total number of responses for each of the five documentation categories per evaluation question. To study the significance of the absence of each section for each evaluation question, we use the Mann-Whitney Test [29].
We found no statistical difference of the ratings of the last evaluation question, i.e., structure of the documentation, in all documentation categories. Furthermore, for all documentation categories, 82% or more of the ratings agree that the structure is easy to read and map to the code. This result suggests that the proposed structure of the documentation sections is appropriate.

**No short description.** A total of 75 records are collected for 10 documentation cases without short description, and compared to 150 records collected for 18 of the full documentation cases.

Comparing to full documentation, the ratings of documentation that is missing the short description decrease visibly in accuracy (13%) and what the method does (20% where half of them are strongly disagree). However, when participants are asked what aspect is inaccurate, they state that more information is needed. Furthermore, the ratings of no short description category increase by 23% to be missing important information. These drops in ratings indicate that the short description plays an important role in the documentation.

To further examine this, we conduct the Mann-Whitney Test. First, for each documentation case that omits short description, the average ratings of each evaluation question are computed. Second, for each full-documentation case, the average ratings of each evaluation question are computed. Finally, the Mann-Whitney Test is used to compare the two documentation categories as shown in Table V. The same steps are also repeated for the rest of the documentation categories in Table V - Table VIII.

To examine the significance of the absence of short description, we posit following hypothesis:

\[ H_0: \text{the difference between the rating of full documentation and documentation without short description is not significantly different for [accuracy / missing important information / including a lot of unnecessary information/ expressing what the method does / easiness of the structure].} \]

From Table V, we reject hypothesis H1 and H2 only. Therefore, we conclude that there is statistical difference in the following evaluation questions: accuracy and missing important information. These results indicate that the short description is essential to the automatically generated documentation.

**TABLE V. MANN-WHITNEY TEST FOR DOCUMENTATION WITHOUT SHORT DESCRIPTION.**

<table>
<thead>
<tr>
<th>H</th>
<th>Evaluation question</th>
<th>Category</th>
<th>N</th>
<th>μ</th>
<th>SD</th>
<th>U</th>
<th>Z</th>
<th>P</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Accuracy</td>
<td>Full</td>
<td>18</td>
<td>85.9</td>
<td>9.42</td>
<td>45</td>
<td>-2.14</td>
<td>.03</td>
</tr>
<tr>
<td></td>
<td></td>
<td>No short</td>
<td>10</td>
<td>71.96</td>
<td>18.05</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>2</td>
<td>Miss info</td>
<td>Full</td>
<td>18</td>
<td>30.5</td>
<td>22.21</td>
<td>44</td>
<td>-2.21</td>
<td>.02</td>
</tr>
<tr>
<td></td>
<td></td>
<td>No short</td>
<td>10</td>
<td>52.73</td>
<td>22.02</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>3</td>
<td>A lot of unnec. info</td>
<td>Full</td>
<td>18</td>
<td>11.3</td>
<td>10.79</td>
<td>81</td>
<td>-4.46</td>
<td>.08</td>
</tr>
<tr>
<td></td>
<td></td>
<td>No short</td>
<td>10</td>
<td>8.33</td>
<td>9.41</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>4</td>
<td>What the method does</td>
<td>Full</td>
<td>18</td>
<td>85.8</td>
<td>12.61</td>
<td>51</td>
<td>-1.87</td>
<td>.06</td>
</tr>
<tr>
<td></td>
<td></td>
<td>No short</td>
<td>10</td>
<td>65.6</td>
<td>28.49</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>5</td>
<td>Structure</td>
<td>Full</td>
<td>18</td>
<td>81.15</td>
<td>18.8</td>
<td>87</td>
<td>-.146</td>
<td>.90</td>
</tr>
<tr>
<td></td>
<td></td>
<td>No short</td>
<td>10</td>
<td>80.37</td>
<td>18.94</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**No calls and their stereotypes.** A total of 75 records are collected for 9 documentation cases without list of calls and their stereotypes, and are compared to the ratings of 18 of the full documentation cases.

Compared to full documentation, the ratings of documentation missing the list of calls and stereotypes slightly improve in three evaluation questions. This improvement appears in case of accuracy 4%, contains unnecessary information 6%, and structure 5%. It seems that the list of calls and their stereotypes might add additional overhead for a few participants.

Mann-Whitney Test is applied for the five evaluation questions to answer the following hypothesis:

\[ H_0: \text{the difference between the rating of full documentation and documentation without the list of calls is not significantly different for [accuracy / missing important information / including a lot of unnecessary information/ expressing what the method does / easiness of the structure].} \]

**TABLE VI. MANN-WHITNEY TEST FOR DOCUMENTATION WITHOUT LIST OF CALLS.**

<table>
<thead>
<tr>
<th>H Ques.</th>
<th>Category</th>
<th>N</th>
<th>μ</th>
<th>SD</th>
<th>U</th>
<th>Z</th>
<th>P</th>
</tr>
</thead>
<tbody>
<tr>
<td>1 Accur.</td>
<td>Full</td>
<td>18</td>
<td>85.9</td>
<td>9.42</td>
<td>59</td>
<td>-1.12</td>
<td>.26</td>
</tr>
<tr>
<td></td>
<td>No list of calls</td>
<td>9</td>
<td>90.06</td>
<td>11.38</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>2 Miss info</td>
<td>Full</td>
<td>18</td>
<td>30.5</td>
<td>22.21</td>
<td>76</td>
<td>-2.23</td>
<td>.01</td>
</tr>
<tr>
<td></td>
<td>No list of calls</td>
<td>9</td>
<td>30.27</td>
<td>12.52</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>3 A lot of unnec. info</td>
<td>Full</td>
<td>18</td>
<td>11.3</td>
<td>10.79</td>
<td>47</td>
<td>-1.83</td>
<td>.06</td>
</tr>
<tr>
<td></td>
<td>No list of calls</td>
<td>9</td>
<td>3.83</td>
<td>5.89</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>4 What the method does</td>
<td>Full</td>
<td>18</td>
<td>85.8</td>
<td>12.61</td>
<td>69</td>
<td>-6.0</td>
<td>.54</td>
</tr>
<tr>
<td></td>
<td>No list of calls</td>
<td>9</td>
<td>82.50</td>
<td>15.05</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>5 Structure</td>
<td>Full</td>
<td>18</td>
<td>81.15</td>
<td>18.8</td>
<td>70</td>
<td>-5.7</td>
<td>.56</td>
</tr>
<tr>
<td></td>
<td>No list of calls</td>
<td>9</td>
<td>86.64</td>
<td>8.88</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

We cannot reject hypothesis (H1-H5) from Table VI. Therefore, for all the evaluation questions, we found no statistical significant difference between full documentation and documentation that omits the list of calls and stereotypes (see Table VI).

Of the documentation that omits the list of calls and their stereotypes, 3/9 are evaluated by the majority to miss important information. Most of the participants complained that calls are not explained in the documentation. In fact, a few of them asked why the stereotypes of calls are not included. These observations suggest that participants value the inclusion of the list of calls and their stereotypes.

**No data members read.** A total of 75 records are collected for 9 documentation cases without list of data members, and are compared to the ratings of 11 of the 18 full documentation cases. Seven methods are excluded from this analysis as they are controller methods that by definition have no data members.

The ratings of documentation that omits data members read are slightly improved in three evaluation questions. This improvement appears in case of missing important information, what the method does, and structure by 6%, 10%, and 11%, respectively. We do not have enough evidence to explain why such improvement occurs. It could be that shorter documentation (one line shorter) happens to be more preferable.

Mann-Whitney Test is applied for the five evaluation questions to answer the following hypothesis:

\[ H_0: \text{the difference between the rating of full documentation and documentation without the list of data members read is not} \]


significantly different for [accuracy / missing important information / including a lot of unnecessary information/ expressing what the method does / easiness of the structure].

We cannot reject hypothesis (H1-H5) from Table VII; therefore, no statistical difference is found in all of the evaluation questions. Consequently, we conclude that the absence of the list of data members read is not as critical.

No list of objects. A total of 75 records are collected for 10 documentation cases without list of objects, and are compared to the ratings of 9 of the 18 full documentation cases of collaborative methods. Nine methods that are non-collaborational are excluded from this analysis because by definition they do not have the list of objects.

<table>
<thead>
<tr>
<th>Evaluation question</th>
<th>Category</th>
<th>N</th>
<th>µ</th>
<th>SD</th>
<th>U</th>
<th>Z</th>
<th>P</th>
</tr>
</thead>
<tbody>
<tr>
<td>Accuracy</td>
<td>Full</td>
<td>11</td>
<td>88.7</td>
<td>10.23</td>
<td>49</td>
<td>.00</td>
<td>1.0</td>
</tr>
<tr>
<td></td>
<td>No list of DM</td>
<td>9</td>
<td>88.6</td>
<td>10.29</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Miss info</td>
<td>Full</td>
<td>11</td>
<td>26.29</td>
<td>21.53</td>
<td>46</td>
<td>-.229</td>
<td>.82</td>
</tr>
<tr>
<td></td>
<td>No list of DM</td>
<td>9</td>
<td>21.53</td>
<td>12.72</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>A lot of unnec. info</td>
<td>Full</td>
<td>11</td>
<td>89.49</td>
<td>10.98</td>
<td>45</td>
<td>-.359</td>
<td>.72</td>
</tr>
<tr>
<td></td>
<td>No list of DM</td>
<td>9</td>
<td>11.92</td>
<td>33.33</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>What the method does</td>
<td>Full</td>
<td>11</td>
<td>83.11</td>
<td>13.46</td>
<td>30</td>
<td>-1.47</td>
<td>.14</td>
</tr>
<tr>
<td></td>
<td>No list of DM</td>
<td>9</td>
<td>92.11</td>
<td>8.08</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Structure</td>
<td>Full</td>
<td>11</td>
<td>80.5</td>
<td>19.40</td>
<td>35</td>
<td>-.109</td>
<td>.27</td>
</tr>
<tr>
<td></td>
<td>No list of DM</td>
<td>9</td>
<td>90.67</td>
<td>10.37</td>
<td>.5</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Table VII. Mann-Whitney Test for documentation without list of data member read.

Based on the statistical analysis, the most important section of the documentation is “short description”.

D. Threats to Validity

As the design and procedure of the second study is similar to the first study, the same threats to validity can be encountered. These issues are discussed in section VD.

When documentation that eliminated one section is compared to full documentation, we observe small reduction or improvement in participants’ ratings. These small changes may not be strong evidence of the importance of a section. To mitigate this threat, we use the Mann-Whitney Test to study if the difference is statistically significant.

VIII. Conclusion

This paper presents two evaluation studies of an automatic approach for generating documentation for C++ methods. The goal of the first study is to evaluate the effectiveness of using method stereotypes to solve the summarization problem. The results indicated that the automatically-generated documentation accurately expresses what the method does. While the majority of the participants positively rate the automatically-generated documentation, some improvements regarding including conditional statements are needed.

We enhance the approach using static analysis of control-flow statements of the main action of the method. According to our second evaluation study, this improvement increased the accuracy and content adequacy of the documentation. The second evaluation also studies the necessity of each section of the automatically generated documentation. Based on the analyzed ratings from 75 programmers, we conclude that the most important part of the automatically generated documentation is the short description, as their absence significantly reduce the documentation ratings. In addition, removing the list of data members read or the list of calls and their stereotypes seems to be more preferable for some of participants. Therefore, we feel that allowing programmers to choose the desired level of details of the documentation is the best approach.

The results from the two evaluation studies demonstrate that method stereotypes can directly support the process of automatically generating useful method documentation in an efficient manner. The approach also demonstrates that a template-based technique, specialized for each stereotype, combined with simple static analysis is a practical approach for automatically generated documentation.
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